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Abstract

This report gives a detailed discussion on the system, algorithms,
and techniques that we have applied in order to solve the Web Ser-
vice Challenges (WSC) of the years 2006 and 2007. These international
contests are focused on semantic web service composition. In each chal-
lenge of the contests, a repository of web services is given. The input and
output parameters of the services in the repository are annotated with
semantic concepts. A query to a semantic composition engine contains
a set of available input concepts and a set of wanted output concepts.
In order to employ an offered service for a requested role, the concepts
of the input parameters of the offered operations must be more general
than requested (contravariance). In contrast, the concepts of the output
parameters of the offered service must be more specific than requested
(covariance). The engine should respond to a query by providing a valid
composition as fast as possible. We discuss three different methods for
web service composition: an uninformed search in form of an IDDFS
algorithm, a greedy informed search based on heuristic functions, and
a multi-objective genetic algorithm.

1 Introduction

1.1 Web Service Composition

The necessity for fast service composition systems and the overall idea of the
WS-Challenge is directly connected with the emergence of Service-Oriented
Architetures (SOA). Today, companies rely on IT-architectures which are as
flexible as their business strategy. The software of an enterprise must be
able to adapt to changes in the business processes, regarding for instance
accounting, billing, the workflows, and even in the office software. If external
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vendors, suppliers, or customers change, interfaces to their IT systems must
be created or modified. Hence, the architecture of this software has to be
built with the anticipation of changes and updates [1, 2, 3].

A SOA is the ideal architecture for such systems [4, 5]. Service oriented
architectures allow us to modularize business logic and implement in the form
of services accessible in a network. Services are building blocks for service
processes which represent the workflows of an enterprise. Services can be
added, removed, and updated at runtime without interfering with the ongoing
business. A SOA can be seen as a complex system with manifold services as
well as n:m dependencies between services and applications:

e An application may need various service functionalities.
e Different applications may need the same service functionality.
e A certain functionality may be provided by multiple services.

Business now depends on the availability of service functionality, which is
ensured by service management. Manual service management becomes more
and more cumbersome and ineffective with a rising count of relations between
services and applications. Self-organization promises a solution for finding
services that offer a specific functionality automatically.

Such self-organizing approaches need a combination of syntactic and se-
mantic service descriptions in order to decide whether a service provides a
wanted functionality or not. Common syntactic definitions like WSDL [6]
specify the order and types of service parameters and return values. Semantic
interface description languages like OWL-S [7] or WSMO [8, 9] annotate these
parameters with a meaning. Where WSDL can be used to define a parame-
ter myisbn of the typestring, with OWL-S we can define that myisbn expects a
string which actually contains an 1sBN. Via an taxonomy we can now deduce
that a values which are annotated as either 1sBN-10 or IsBN-13" can be passed
to this service.

A wanted functionality is defined by a set of required output and available
input parameters. A service offers this functionality if it can be executed with
these available input parameters and its return values contain the needed
output values. In order to find such services, the semantic concepts of their
parameters are matched rather than their syntactic data types.

Many service management approaches employ this semantic service dis-
covery [10, 11, 12, 13, 8, 9, 14, 15]. Still there is a substantial lack of research
on algorithms and system design for fast response service discovery. This is
especially the case in service composition where service functionality is not
necessarily provided by a single service. Instead, combinations of services
(compositions) are discovered. The sequential execution of these services pro-
vides the requested functionality.

IThere are two formats for International Standard Book Numbers (ISBNs), ISBN-10
and ISBN-13, see also http://en.wikipedia.org/wiki/Isbn [accessed 2007-09-02].
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1.2 The Web Service Challenge

Figure 1: The logo of the Web Service Challenge.

Since 2005 the annual Web Service Challenge? (WS-Challenge, WSC) pro-
vides a platform for researchers in the area of web service composition to
compare their systems and exchange experiences [16, 17, 18]. It is co-located
with the IEEE Conference on Electronic Commerce (CEC) and the IEEE In-
ternational Conference on e-Technology, e-Commerce, and e-Service (EEE).

Fach team participating in this challenge has to provide a software sys-
tem. A jury then uses these systems to solve different, complicated web service
discovery and composition tasks. The major evaluation criterion for the com-
position systems is the speed with which the problems are solved. Another
criterion is the completeness of the solution. Additionally, there is also a prize
for the best overall system architecture.

1.3 The 2006/2007 Semantic Challenge

We have participated both in the web service 2006 and 2007 challenges [19, 20].
We managed to achieve a first place in 2006 and a second place in 2007.
Here we present our system, algorithms and data structures for semantic web
service composition.

The tasks of the 2006 Web Service Challenge in San Francisco, USA and
the 2007 WSC in Tokyo, Japan are quite similar and only deviate in the way
in which the solutions have to be provided by the software systems. Hence, we
will discuss the two challenges together in this single report. Furthermore, we

2see http://www.ws-challenge.org/ [accessed 2007-09-02]
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only consider the semantic challenges, since they are more demanding than
mere syntactic matching.

2 Semantic Service Composition

In order to discuss the idea of semantic service composition properly, we need
some prerequisites. Therefore, let us initially define the set of all semantic
concepts M. M is a set of trees (taxonomies) of semantic concepts and all
concepts that exist in the knowledge base are members of M.

Definition 1 (subsumes) Two concepts A, B € M can be related in one of
three possible ways. We define the predicate subsumes(X,Y) : X, Y € M to
express this relation as follows:

1. subsumes(A, B) holds if and only if A is a generalization of B (B is
then a specialization of A).

2. subsumes(B,A) holds if and only if A is a specialization of B (B is
then a generalization of A).

3. If neither subsumes(A, B) nor subsumes(B, A) holds, A and B are not
related to each other.

4. subsumes(A, B) and subsumes(B, A) is true if and only if A= B.

If a parameter = of a service is annotated with A and a value y anno-
tated with B is available, we can set x = y and call the service only if
subsumes(A, B) holds (contravariance). This means that x expects less or
equal information than given in y. The hierarchy defined here is pretty much
the same as in object-oriented programming languages. If we imagine A and B
to be classes in Java, subsumes(A, B) can be considered to be equivalent to
the expression .classA.class.isAssignableFromB. If it evaluates to true, a value
y of type B can be assigned to a variable x of type A since y instanceof A will
hold.

From the viewpoint of a composition algorithm, there is no need for a dis-
tinction between parameters and the annotated concepts. The set of services
S contains all the services s known to the service registry. Each service s € §
has a set of required input concepts s.in C M which it expects when being ex-
ecuted and a set of output concepts s.out C M which it will deliver on return.
We can trigger a service if we can provide all of its input parameters. After
its completion, the service will return a set of output parameters as defined
in its interface description.

Similar, a composition request R always consists of a set of available input
concepts R.in C M and a set of requested output concepts R.out C M.

A composition algorithm discovers a (partially®) ordered set of n services
S ={s1,82,...,8) : S1,..., 8, € S that can successively be executed with the

3The set S is only partially ordered since, in principle, some services may be executed
in parallel if they do not depend on each other.
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accumulated input parameters so that output parameters produced by these
services are treated as available input parameters in the next execution step.
S can be executed with the available input parameters defined in R.in. If it
is executed, it produces outputs that are either annotated with exactly the
requested concepts R.out or with more specific ones (covariance). This is the
case if they can be brought into an order (s1, $2,...,$,) in a way that

isGoal(S) &V A € s1.in A B € R.in : subsumes(A, B) A
VAEs;in,i€{2.n}IB € RinUs;_j.outU...Usy.out : subsumes(A, B) A

VA€ Rout 3B € sj.outU...Usy,.out : subsumes(A, B) (1)

assuming that R.in N R.out = () in the last line of the equation. With
equation 1 we have defined the goal predicate which we can use in any form
of informed or uninformed state space search.

3 The Problem Definition

In the 2006 and 2007 WSC, the composition software is provided with three
parameters:

1. A concept taxonomy to be loaded into the knowledge base of the system.
This taxonomy was stored in a file of the XML Schema format [21].

2. A directory containing the specifications of the service to be loaded into
the service registry. For each service, there was a single file given in
WSDL format [6].

3. A query file containing multiple service composition requests Ry, Ro, . ..
in a made-up XML [22] format.

These formats are very common and allow the contestants to apply the
solutions in real world applications later, or to customize their already existing
applications so they can be used as contribution in the competition.

3.1 Semantic Concepts and Taxonomies

In Section 2 we have discussed that the subsumes relation between two seman-
tic concepts can be compared to the subclass relationship in object-oriented
programming. In the WSC, exactly this analogue is used: Concepts are
treated as data types and taxonomies can be encoded as hierarchies of such
data types in XSD schemas.

<complexType name="Address">
<sequence >
<element name="name" type="string" minOccurs="0"/>
<element name="street" type="string"/>
<element name="city" type="string"/>
</sequence>
</complexType >
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<complexType name="US-Address">
<complexContent >
<extension base="Address">
<sequence >
<element name="state" type="US-State"/>
<element name="zip" type="positivelnteger"/>
</sequence >
</extension>
</complexContent >
</complexType >

Listing 1: Example for an XSD schema definition.

Listing 1 shows a sample XSD schema defining the data types Address and
US-Address inheriting from Address. In the context of the WSC, this schema
would be interpreted as a taxonomy introducing the concepts Address and
US-Address with subsumes(Address,US-Address).

3.2 Interface Specifications

The interfaces of web services are specified with WSDL in the Web Service
Challenge. The input and output messages of the services may contain multi-
ple parameters. Each parameter is annotated with a semantic concept stored
in the attribute type.

<message name="InputName">

<part name="part0" type="Name"/>

</message>
<message name="OutputAddress">
<part name="partO" type="US-Address"/>
</message>
<portType name="AdressConverter">
<operation name="Convert">
<input message="InputName"/>
<output message="OutputAddress"/>
</operation>
</portType>

Listing 2: Example for a WSDL service interface description.

In listing 2, the service AddressConverter defines one operation named
Convert. It can be invoked with an input message (input-tag) and produces
a response message (output). The value of the attribute message represents
a reference to a message element. Each message has a set of part elements as
children which represent the service parameters, annotated with concepts ref-
erenced by the type-attribute. The convert operation in this example requires
a parameter of the type Name and returns an instance of Us-Address.

3.3 Result Format

The expected result to be returned by the software was also a stream of data in
a proprietary XML dialect containing all possible service compositions that



solved the queries according to equation 1. We will not discuss the data
formats used in this challenge any further since they are replaceable and do
not contribute to the way the composition queries are solved. It was possible
that a request R; was resolved by multiple service compositions. In the 2006
challenge, the communication between the jury and the programs was via
command line or other interfaces provided by the software, in 2007 a web
service interface was obligatory.

Remarkably are furthermore some of the restrictions in the challenge tasks:

e There exists at least one solution for each query.

e The services in the solutions are represented as a sequence of sets. Each
set contains equivalent services. Executing one service from each set
forms a valid composition S. This representation does not allow for any
notation of parallelization.

These restrictions sure will be removed in future WSCs.

Before we elaborate on the solution itself, let us define the operation
get PromisingServices which obtains the set V' C S of services s € S that
produce an output parameter annotated with the concept A (regardless of
their inputs).

Vs € getPromisingServices(A) 3 B € s.out : subsumes(A, B) (2)

The composition system that we have applied in the 2007 WSC consists
of three types of composition algorithms. The search space X that they
investigate is basically the set of all possible permutations of all possible sets
of services. The power set P(S) includes all possible subsets of S. X is then
the set of all possible permutations of the elements in such subsets, in other
words X C {Vperm(€) : € € P(S)}.

4 An (Uninformed) Algorithm Based on ID-
DFS

Our first solution approach is based on an uninformed search. Therefore, we
first discuss uninformed searches before specifying the composition algorithm.

4.1 Uninformed Search

The simplest form of search algorithm is the uninformed search?. It does not
rely on any information about the structure of a possible solution. Generally,
only two operations must be defined in such search algorithms: one that tells
us if we have found what we are looking for (isGoal) and one that helps
enumerating the search space (expand) [23].

4http://en.wikipedia.org/wiki/Uninformed_search [accessed 2007-08-07]
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Definition 2 (isGoal) The function isGoal(x) € {true, false} is the target
predicate of state space search algorithms that tells us whether a given state
x € X is a valid solution (by returning true), i. e. the goal state, or not (by
returning false).

Definition 3 (expand) The operator expand(z) computes a set of solution
candidates (states) Xpew from a given state x. It is the exploration operation
of state space search algorithms. Different from the mutation operator of evo-
lutionary algorithms (see Section 6.1.2 on page 18), it is strictly deterministic
and returns a set instead of single individual. Applying it to the same x values
will always yield the same set Xy ey -

Uninformed search algorithms are very general and can be applied to a
wide variety of problems. Their common drawback is that search spaces are
often very large. Without the incorporation of information, for example in
form of heuristic functions, the search may take very long and quickly becomes
infeasible [24, 25, 26].

4.1.1 Depth-limited Search

The depth-limited search® [24] is a depth-first search (DFS) that only proceeds
up to a given maximum depth d. In other words, it does not examine solution
candidates that are more than d expand-operations away from the root state
r, as outlined in algorithm 1. Analogously to the plain depth first search, the
time complexity is b? and the memory complexity is in O(b* d). Of course,
the depth-limited search can neither be complete nor optimal. If a maximum
depth of the possible solutions however known, it may be sufficient.

4.1.2 Iterative deepening depth-first search

The iterative deepening depth-first search® (IDDFS, [24]), defined in
algorithm 2, iteratively runs a depth-limited DFS with stepwise increasing
maximum depths d. In each iteration, it visits the states in the state space
according to the depth-first search. Since the maximum depth is always in-
cremented by one, one new level (in terms means of distance in expand oper-
ations from the root) is explored in each iteration. This effectively leads to a
breadth-first search.

IDDEFS thus unites the advantages of breadth-first search and death-first
search: It is complete and optimal, but only has a linearly rising memory
consumption in O(d * b). The time consumption, of course, is still in O(b%).
IDDFS is the best uninformed search strategy and can be applied to large
search spaces with unknown depth of the solution.

Shttp://en.wikipedia.org/wiki/Depth-limited_search [accessed 2007-08-07]
Shttp://en.wikipedia.org/wiki/IDDFS [accessed 2007-08-08]
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Algorithm 1: S = di_dfs(r,d)

Input: r € X the node to be explored

Input: d € N the maximum depth

Input: Implicit: expand the expansion operator

Input: Implicit: isGoal an operator that checks whether a state is a
goal state or not

Data: z € X the state currently processed

Data: X € X set of “expanded” states

Output: S € X the solution state found, or 0

begin
if isGoal(r) then return {r}
if d > 0 then
foreach x € expand(r) do
X «— dl_dfs(x,d — 1)
L if X # () then return X

return ()
end

Algorithm 2: S = iddfs(r)

® N o ook w

Input: r € X the node to be explored

Input: Implicit: expand the expansion operator

Input: Implicit: isGoal an operator that checks whether a state is a
goal state or not

Data: d € N the (current) maximum depth

Output: S € X the solution state found, or 0

begin

d«—20

/* This algorithm is for infinitely large search spaces. In
real systems, there is a maximum d after which the whole
space would be explored and the algorithm should return ()
if no solution was found. x/

repeat
S «—— dl_dfs(r,d)
d«—d+1

until S # ()

return S

end




4.2 The IDDFS Composition Algorithm

Our first composition algorithm uses such an iterative deepening depth-first
search. It is only fast in finding solutions for small service repositories but
optimal if the problem requires an exhaustive search. Thus, it may be used
by the strategic planner in conjunction with another algorithm that runs in
parallel if the size of the repository is reasonable small.

Algorithm 3 (webServiceCompositionI DDF'S) builds a valid web service
composition starting from the back. In each recursion, its internal helper
method dl_dfs.wsc tests all elements A of the set wanted of yet unknown
parameters. It then iterates over the set all services s that can provide A.
For every single s wanted is recomputed. If it becomes the empty set (),
we have found a valid composition and can return it. If di_dfs.wsc is not
able to find a solution within the maximum depth limit (which denotes the
maximum number of services in the composition), it returns §). The loop in
webServiceComposition] DDF' S iteratively invokes dl_dfs_wsc by increasing
the depth limit step by step, until a valid solution is found.

5 An (Informed) Heuristic Approach

The IDDFS-algorithm just discussed performs an uninformed search in the
space of possible service compositions. It is slow and memory consuming for
bigger repositories since it does not utilize any additional information about
the search space. If we use such information, we can increase the efficiency of
the search remarkably.

5.1 Informed Search

In an informed search”, a heuristic function helps to decide which nodes are
to be expanded next. If the heuristic is good, informed search algorithms may
dramatically outperform uninformed strategies [27, 28, 29, 23].

Heuristic functions are problem domain dependent. In the context of an
informed search, a heuristic function A : X — Rt maps the states in the
state space X to the positive real numbers Rt. The value h(s) should be
some form of estimate on how likely expanding or testing the state s will
lead to a correct solution or how many expansion steps a correct solution is
away. Here we focus on the latter notation which makes heuristics subject to
minimization. This also means that all heuristics become zero if s already is
a valid solution.

Vs e X :isGoal(s) = h(s) = 0V heuristics h : X — RF (3)

Since the value of a heuristic function h(s) for a state s is the higher, the
more expand-steps s is probably (or approzimately) away from a valid solution,
it represents the distance of an individual to a solution in solution space.

"http://en.wikipedia.org/wiki/Search_algorithms#Informed_search [accessed 2007-08-
08]
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Algorithm 3: S = webServiceComposition] DDFS(R)
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Input: R the composition request

Data: maxDepth, depth the maximum and the current search depth

Data: in, out current parameter sets

Data: composition,comp the current compositions
Data: A,B,C,D,E some concepts

Output: S a valid service composition solving R

begin

maxDepth «— 2

repeat

S «—— dl_dfs.wsc(R.in, R.out,(, 1)
maxDepth «— maxDepth + 1
until S # ()

end

dl_dfs_wsc(in, out, composition, depth)

begin
return ()
end

foreach A € out do

foreach s € get PromisingServices(A) do
wanted «— out

foreach B € wanted do

if 3C € s.out : subsumes(B, () then
wanted «— wanted \ {B}

foreach D € s.in do

if AF €in: subsumes(D, E) then
wanted «—— wanted U {D}

comp «—— s @ composition
if wanted = () then

return comp

else

if depth < maxDepth then
comp — dl_dfs_wsc(in, wanted, comp, depth + 1)
if comp # 0 then return comp

11



A best-first search® is a search algorithm that incorporates such an es-
timation function v in a way that promising solution candidates s with low
estimation values v(s) are evaluated before other states ¢ that receive a higher
values v(t) > v(s). For estimation functions, the same constraints are valid
as for heuristic functions. Matter of fact, an estimation may be a heuristic
function itself (as in greedy search) or be based on a heuristic function (as in
A* search).

5.1.1 Greedy Search

A greedy search? is a best-first search where the currently known solution
candidate with the lowest heuristic value is investigated next. Here, the esti-
mation function is the heuristic function itself.

The greedy algorithm internal sorts the list of currently known states in
descending order according to a comparator function cp(x1,z2) € R. As a
comparator function, ¢, will be below zero if x; should be preferred instead
of xo (h(x1) < h(zs2)) and higher then zero for all h(xy) > h(xs), which
indicate that x5 is more a more prospective solution candidate. Thus, the
elements with the best heuristic value will be at the end of the list, which
then can be used as a stack.

cn(w1,22) = h(z1) — h(w2) (4)

The greedy search as specified in algorithm 4 now works like a depth-first
search on this stack. It thus also shares most of the properties of the DFS. It is
neither complete nor optimal and its worst case time consumption is . On
the other hand, like breadth-first search, its worst-case memory consumption
is also b™.

Notice that we can replace ¢, with any other valid comparator function.
In principle, we could even apply objective functions and Pareto-based com-
parisons (which are discussed in detail in Section 6.1.1 on page 17).

5.2 The Greedy Composition Algorithm

We can easily derive heuristic functions for the area of web service composi-
tion. Therefore, we will again need some further definitions. Notice that the
set functions specified in the following does not need to be evaluated every
time they are queried, since we can maintain their information as meta-data
along with the composition and thus save runtime.

Let us first define the set of unsatisfied parameters wanted(S) C M in a
candidate composition S as

A cwanted(S) < (Is€S:Ae€sinVAe Rout)A (5)
A& R.in Uiill $i ...(s:€09)

Shttp://en.wikipedia.org/wiki/Best-first_search [accessed 2007-09-25]
9http://en.wikipedia.org/wiki/Greedy_search [accessed 2007-08-08]

12


http://en.wikipedia.org/wiki/Best-first_search
http://en.wikipedia.org/wiki/Greedy_search

Algorithm 4: S = greadySearch(r)

Input: 7 € X the root node to start the expansion at

Input: Implicit: & : X — R the heuristic function

Input: Implicit: expand the expansion operator

Input: Implicit: isGoal an operator that checks whether a state is a
goal state or not

Data: z € X the state currently processed

Data: X € X the sorted list of states to explore

Output: S € X the solution state found, or 0

1 begin

2 X — (r)

3 while X # () do

4 X — sortq(X,cp)

5 x «— deleteListItem(X,|X| — 1)
6 if isGoal(x) then return x

7 X «— appendList(X, expand(x))

return ()
end

©

In other words, a wanted parameter is either an output concept of the com-
position query or an input concept of any of the services in the composition
candidate that hasn’t been satisfied by neither an input parameter of the
query nor by an output parameter of any service. Here we assume that the
concept A wanted by service s is not also an output parameter of s. This
is done for simplification purposes — the implementation has to keep track of
this possibility.

The set of eliminated parameters of a service composition contains all
input parameters of the services of the composition and queried output pa-
rameters of the composition request that already have been satisfied.

S|
eliminated(S) = | R.out U U sian | |\ wanted(S) (6)

=1

Finally, the set of known concepts is the union of the input parameters
defined in the composition request and the output parameters of all services
in the composition candidate.

5]
known(S) = R.in U U s;.out (7)
i=1

Instead of using these sets to build a heuristic, we can derive a compara-
tor function c,s. directly (see Section 5.1.1 on the preceding page). This

13



Algorithm 5: 7 = ¢y5.(51, 52)

17

Input: S;,S, € X two composition candidates

Data: i1,12, €1, e3 some variables

Output: R € Z indicating whether Sy (r < 0) or Sz (r > 0) should be
expanded next

begin

i1 «— |wanted(S1)|
io «— |wanted(S2)|
if 71 <0 then
| if i, <0 then return [S)|— [S| return —1

if io <0 then return 1
e1 < |eliminated(Sy)|
eg «— |eliminated(Ss)|
if e; > ey then return —1
else
L if e; < e; then return 1
if i1 > iy then return —1
else
L if i1 < iy then return 1
if |S1] # |S2| then return |S;| — |Ss|
return |known(Sy)| — |known(Ss)|
end

14



comparator function has the advantage that we also can apply randomized
optimization methods like evolutionary algorithms based on it.

Algorithm 5 defines ¢,,s. which compares two composition candidates Sy
and S. This function can be used by a greedy search algorithm in order to
decide which of the two possible solutions is more prospective. ¢, will return
a negative value if S; seems to be closer to a solution than S5, a positive value
if S5 looks as if it should be examined before S, and zero if both seem to be
equally good.

The first thing it does is comparing the number of wanted parameters. If
a composition has no such unsatisfied concepts, it is a valid solution. If both,
S1 and Ss are valid, the solution involving fewer services wins. If only one of
them is complete, it also wins. If the comparator has not returned a value
yet, it means that both candidates still have wanted concepts. For us, it was
surprising that it is better to use the number of already satisfied concepts
as next comparison criterion instead of the number of remaining unsatisfied
concepts. However, if we do so, the search algorithms perform significantly
faster. Only if both composition candidates have the same number of satisfied
parameters, we again compare the wanted concepts. If their numbers are also
equal, we prefer the shorter composition candidate. If the compositions are
even of the same length, we finally base the decision of the total number of
known concepts.

The form of this interesting comparator function is maybe caused by the
special requirements of the WSC data. Nevertheless, it shows which sorts of
information about a composition can be incorporated into the search.

The interesting thing that we experienced in our experiments is that it is
not a good idea to decide on the utility of a solution candidate with

In order to apply pure greed search, we still need to specify the expand
operator computing the set of possible offspring that can be derived from a
given individual. In algorithm 3, we have realized it implicitly. Additionally,
we can also define the isGoal predicate on basis of the wanted function:

expand(S) = s®SVs,A: s e getPromisingServices(A)A (8)
A € wanted(S)

isGoal(S) = wanted(S) =10 (9)

With these definitions, we can now employ plain greedy search as defined
in algorithm 4 on page 13.

6 A Genetic Approach

6.1 Evolutionary Algorithms

Evolutionary algorithms (EA) [30, 31, 32, 23] are generic, population-based
meta-heuristic optimization algorithms that use biology-inspired mechanisms
like mutation, crossover, natural selection and survival of the fittest.

15
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create new individuals select the fittest indi-

from the selected ones by viduals for reproduction

crossover and mutation

Figure 2: The basic cycle of evolutionary algorithms.

The family of evolutionary algorithms encompasses genetic algorithms (see
Section 6.1.2), genetic programming, evolution strategy, evolutionary pro-
gramming, and learning classifier systems.

The advantage of evolutionary algorithms compared to other optimization
methods is that they make only few assumptions about the underlying fitness
landscape and therefore perform consistently well in many different problem
categories.

All evolutionary algorithms proceed in principle according to the scheme
illustrated in Figure 2:

1. Initially, a population of individuals with a totally random genome is
created.

2. All individuals of the population are tested. This evaluation may incor-
porate complicated simulation and calculations.

3. With the tests, we have determined the utility of the different features
of the solution candidates and can now assign a fitness value to each of
them.

4. A subsequent selection process filters out the individuals with low fitness
and allows those with good fitness to enter the mating pool with a higher
probability.

5. In the reproduction phase, offspring is created by varying or combining
these solution candidates and integrated it into the population.

6. If the termination criterion is met, the evolution stops here. Otherwise,
it continues at step 2.

In the context of this report, especially genetic algorithms are of interest.
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6.1.1 Multi-Objective Optimization

We can furthermore distinguish between single-objective and multi-objective
evolutionary algorithms (MOEA), where the latter means that we try to op-
timize multiple, possible conflicting criteria. Our following elaborations will
be based on MOEAs. The general area of evolutionary computation that
deals with multi-objective optimization is called EMOOQO, evolutionary multi-
objective optimization.

Definition 4 (MOEA) A multi-objective evolutionary algorithm (MOFEA)
1s able to perform an optimization of multiple criteria on the basis of artificial
evolution [33, 34, 35, 36, 37, 38, 89].

Multi-objective optimization is applied whenever there are different, con-
flicting goals to be achieved with the optimization process. Our web service
composition for example should on one hand be short and on the other hand
complete.

Pareto Optimization Pareto efficiency'?, or Pareto optimality, is an im-
portant notion in neoclassical economics with broad applications in game
theory, engineering and the social sciences [40, 41].

It defines the front of solutions that can be reached by trading-off conflict-
ing objectives in an optimal manner. From this front, a decision maker (be it
a human or another algorithm) can finally choose the configuration that, in
his opinion, suits best [42, 43, 44, 45, 46].

The notation of Pareto optimal is strongly based on the definition of dom-
ination:

Definition 5 (Domination) An element x1 dominates (is preferred to) an
element xo (x1 b x2) if w1 is better than xs in at least one objective function
and not worse with respect to all other objective functions f € F.

T ae Vi:0<i<n= wifi(xl) > wifi(l‘g) A
3] -0 <j <n: wjfj(:rl) > w]‘fj(l’z)

| =1 if fi should be minimized

L 1 if f; should be mazimized

(10)

(11)

The Pareto domination relation defines a partial order on the set of possible
objective values.

6.1.2 Genetic Algorithms

Genetic algorithms are a subclass of evolutionary algorithms that employs
two different representations for each solution candidate. The genotype is
used in the reproduction operations whereas the phenotype is the form of the
individual which can be used for the determining its fitness [47, 48, 49, 50,
51, 23].

O0http://en.wikipedia.org/wiki/Pareto_efficiency [accessed 2007-07-03]
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Mutation Mutation is an important method of preserving individual di-
versity. In fixed-length string chromosomes it can be achieved by modifying
the value of one element of the genotype, as illustrated in Figure 3. More
generally, a mutation may change 0 < n < |g| locations in the string. In bi-
nary coded chromosomes for example, the elements are bits which are simply
toggled. If the genetic algorithm consists of genes that for example identify a
service, such a modification would lead to replacing this service with another
one.

> >

Change One Locus Change n Loci

Figure 3: Bit-toggling mutation of string chromosomes.

If the string chromosomes are of variable length, the set of mutation oper-
ations can be extended by two additional methods. On one hand, one could
insert a couple of elements at any given position into a chromosome. One
the other hand, this operation can be reversed by deleting elements from the
string. It should be noted that both, insertion and deletion, are also implicitly
performed by crossover. Recombining two identical strings with each other
can for example lead to deletion of genes. The crossover of different strings
may turn out as an insertion of new genes into an individual.

b

Insert Delete

Figure 4: Mutation of variable-length string chromosomes.

Crossover Figure 5 outlines the recombination of two string chromosomes.
This operation is called crossover and is done by swapping parts of the geno-
types between the parents.

When performing crossover, both parental chromosomes are split at ran-
domly determined crossover points. Subsequently, a new child chromosome is
created by appending the first part of the first parent with the second part
of the second parent. This method is called one-point crossover. In two-point
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crossover, both parental genotypes are split at two points, constructing a new
offspring by using parts number one and three from the first, and the mid-
dle part from the second ancestor. The generalized form of this technique is

n-point crossover.
Efjlﬂ EFJW

Cut and Splice

Figure 5: Crossover (recombination) of variable-length string chromosomes.

6.2 A Genetic Composition Algorithm

In order to use a genetic algorithm to breed web service compositions, we first
need to define a proper genome able to represent service sequences. A straight-
forward yet efficient way is to use (variable-length) strings of service identifiers
which can be processed by standard genetic algorithms (see Section 6.1.2 on
page 17). Because of this well-known string form, we also could apply stan-
dard creation, mutation, and crossover operators.

However, by specifying a specialized mutation operation we can make the
search more efficient. This new operation either deletes the first service in .S
(via mutate;) or adds a promising service to S (as done in mutates). Using
the adjustable variable ¢ as a threshold we can tell the search whether it
should prefer growing or shrinking the solution candidates.

- {52752,...,5‘51} Zf‘S|>1
mutater(S) = { S otherwise (12)
mutates(S) = s@®S: s € getPromisingServices(A)A (13)

A € wanted(S)

mutater (S)  if random,() > o

mutates(S)  otherwise (14)

mutate(S) = {

A new create operation for building the initial random configurations can

be defined as a sequence of mutates invocations of random length. Initially,

mutates () is invoked an will return a composition consisting of a single

service that satisfies at least one parameter in R.out. We iteratively apply

mutates to its previous result a random number of times, in order to a new
individual.
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6.2.1 The Comparator Function and Pareto Optimization

As driving force for the evolutionary process we can reuse the comparator
function ¢, as specified as for the greedy search in algorithm 5 on page 14.
It combines multiple objectives, putting pressure towards the direction of

e compositions which are complete,

e small compositions,

e compositions that resolve many unknown parameters, and
e compositions that provide many parameters.

On the other hand, we could as well separate these single aspects into
different objective functions and apply direct Pareto optimization. This has
the drawback that it spreads the pressure of the optimization process over the
complete Pareto frontier.

wanted(S)

& generation 0

generation 5

Pareto
frontiers shifting
during the Evolution

correct compositions (i.e. wanted(S)=0) composition size (|S))

Figure 6: A sketch of the Pareto front in the genetic composition algorithm.

Figure 6 visualizes the multi-objective optimization problem “web service
composition” by sketching a characteristic example for Pareto frontiers of
several generations of an evolutionary algorithm. We concentrate on the two
dimension composition size and number of wanted (unsatisfied) parameters.
Obviously, we need to find compositions which are correct, i. e. where the
latter objective is zero. On the other hand, an evolution guided only by this
objective can (and will) produce compositions containing additional, useless
invocations of services not related to the problem at all. The first objective
is thus also required. In Figure 6, the first five or so generations are not
able to produce good compositions yet. We just can observe that longer
compositions tend to provide more parameters (and have thus a lower number
of wanted parameters). In generation 20, the Pareto frontier is pushed farther
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forward and touches the abscissa — the first correct solution is found. In the
generations to come, this solution is improved and useless service calls are
successively removed, so the composition size decreases. There will be a limit,
illustrated as generation 50, where the shortest compositions for all possible
values of wanted are found. From now on, the Pareto front cannot progress
any further and the optimization process has come to a rest.

As you can see, pure Pareto optimization does not only seek for the best
correct solution but also looks for the best possible composition consisting of
only one service, for the best one with two service, with three services, and so
on. This spreading of the population of course slows down the progress into
the specific direction where wanted(S) decreases.

The comparator function ¢, 5. has proven to be more efficient in focusing
the evolution on this part of the search space. It plays the role of the external
decision maker in the multi-objective optimization scheme defined by Fonseca
and Fleming [52, 38, 53, 54, 55, 23]. The genetic algorithm based on this
function is superior in performance and hence, is used in our experiments.

7 Experimental Results

In Table 1 we illustrate the times that the different algorithms introduced
in this report needed to perform composition tasks of different complexity!!.
We have repeated the experiments multiple times on an off-the-shelf PC'? and
noted the mean values. The times themselves are not so important, rather
are the proportions and relations between them.

The IDDFS approach can only solve smaller problems and becomes infea-
sible very fast. When building simpler compositions though, it is about as
fast as the heuristic approach, which was clearly dominating in all categories.
Because a heuristic may be misleading and (although it didn’t happen in our
experiments) could lead to a very long computation time in the worst case.
Thus we decided to keep the IDDFS and heuristic approach in our system
and run them in parallel on each task if sufficient CPUs are available.

The genetic algorithm (population site 1024) was able to resolve all com-
position requests correctly for all knowledge base and all registry sizes. It was
able to build good solutions regardless how many services had to be involved
in a valid solution (solution depth). In spite of this correctness, it always was
a magnitude slower than the greedy search which provided the same level of
correctness.

Despite of this, the idea of applying a genetic algorithm to web service
composition is maybe not so bad. If the compositions would become more
complicated or would involve quality of service (QoS) aspects, it is not clear

11 The test sets used here are available at http://www.it-weise.de/documents/files/
BWG2007WSC_software.zip [accessed November 2, 2007]. Well, at least partly, I’'ve accidentally
deleted set 12 and 13. Sorry.

129 GHz, Pentium IV single core with Hyper-Threading, 1 GiB RAM, Windows XP, Java
1.6.0..03-b05
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Table 1: Experimental results for the web service composers.

Test Depth of  No. of No. of IDDFS Greedy GA
Solution Concepts Services  (ms)  (ms) (ms)

1 ) 56210 1000 241 34 376

2 12 56210 1000 - 51 1011

3 10 582564 10000 - 46 1069

4 15 58254 2000 - 36 974

) 30 58254 4000 - 70 6870

6 40 58254 8000 - 63 24117

7 1 1590 118 <16 <16 290
8.1 2 15540 4480 <16 <16 164
8.2 2 15540 4480 <16 <16 164
8.3 2 15540 4480 <16 <16 164
8.4 2 15540 4480 <16 <16 234
8.5 3 15540 4480 <16 <16 224
8.6 3 15540 4480 <16 <16 297
8.7 4 15540 4480 18 24 283
8.8 3 15540 4480 <16 <16 229
8.9 2 15540 4480 <16 <16 167
11.1 8 10890 4000 - 31 625
11.3 2 10890 4000 - 21 167
11.5 4 10890 4000 22021 <16 281
12.1 5 43680 2000 200320 <16 500
12.3 7 43680 2000 99 31 375
13 6 43680 2000 250 32 422
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if these can be resolved with a simple heuristic with the same efficiency that
we could observe in our greedy search approach.

8 Architectural Considerations

In 2007, we introduced a more refined version [20] of our 2006 semantic compo-
sition system [19]. The architecture of this composer, as illustrated in Figure 7,
is designed in a very general way, making it not only a challenge contribu-
tion but also part of the ADDO web service brokering system [12, 10, 11]:
In order to provide the functionality of the composition algorithms to other
software components, it was made accessible as a web service shortly after
WSC’06. The web service composer is available for any system where seman-
tic service discovery with the Ontology Web Language for Services (OWL-S)
[7] or similar languages is used. Hence, this contest application is indeed also
a real-world application.

Client
e (a Application - (@2)»
WSC’07 Challenge (b) OWL-S
Documents ‘ Documents
/WSC’07 Composition Web Service \
System Interface |
ﬁ(d ‘
()

Strategy SAX-based <LC)
Planer Input Parser

Knowledge Service SAX-based
Base Register Output Writer
(e)
IDDFS Heuristic A(I;geor:(ietgfn
Composer Composer Composer ®

/

Figure 7: The WSC 2007 Composition System of Bleul and Weise.

An application accesses the composition system by submitting a service
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request (illustrated by (b)) through its Web Service Interface. It furthermore
provides the services descriptions and their semantic annotations. Therefore,
WSDL and XSD formatted files as used in the WSC challenge or OWL-S de-
scriptions have to be passed in ((al) and (a2)). These documents are parsed
by a fast SAX-based Input Parser (¢). The composition process itself is started
by the Strategy Planer (d). The Strategy Planer chooses an appropriate com-
position algorithm and instructs it with the composition challenge document
(e).

The software modules containing the basic algorithms all have direct access
to the Knowledge Base and to the Service Register. Although every algorithm
and composition strategy is unique, they all work on the same data structures.
One or more composition algorithm modules solve the composition requests
and pass the solution to a SAX-based Output Writer, an XML document
generating module (f) faster than DOM serialization. Here it is also possible
to transform it to, for example, BPELAWS [56] descriptions. The result is
afterwards returned through the web service Interface (g).

One of the most important implementation details is the realization of
the operation get PromisingSeruvices since it is used by all composition algo-
rithms in each iteration step. Therefore, we transparently internally merge the
knowledge base and the service registry. This step is described here because
it is very crucial for the overall system performance.

KnowledgeBase

@  concepts: Conceptl |

@  services: Servicell

@ Constructor()
@ getConcept(String)
O getService(String)

AVA AVA
Service Concept
&  name: String == =28 nanme String
&  in: Conceptl | @  promisingServices: Servicel]
@&  out: Conceptl | @  specializations: Conceptl]
- @  generalization: Concept

@ Constructor(String,Conceptl e = = =
& gotin®: Conceptl] & Constructor(String)

g :

aetOUt(: Concepl ] @ getPromisingServices(): List
. @ subsumes(Concept)

Figure 8: The Knowledge Base and Service Registry of our Composition Sys-
tem.

A semantic concept is represented by an instance of the class concept. Each
instance of Concept holds a list of services that directly produce a parameter
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annotated with it as output. The method getPromisingServices(A) of Concept,
illustrated in Figure 8, additionally returns all the Services that provide a
specialization of the concept A as output. In order to determine this set, all the
specializations of the concept have to be traversed and their promising services
have to be accumulated. The crux of the routine is that this costly traversal
is only performed once per concept. Our experiments substantiated that the
resource memory, even for largest service repositories, is not a bottleneck.
Hence, getPromisingServices caches its results.

This caching is done in a way that is thread-safe on one hand and does
not need any synchronization on the other. FEach instance x of Concept
holds an internal variable promisingServices which is initially nu11. If x
.getPromisingServices() iS invoked, it first looks up if X.promisingServices iS null.
If so, the list of promising services is computed, stored in X.promisingServices,
and returned. Otherwise, X.promisingServices is returned directly. Since we
do not synchronize this method, it may be possible that the list is com-
puted concurrently multiple times. Each of these computations will produce
the same result. Although all parallel invocations of x.getPromisingServices()
will return other lists, their content is the same. The result of the computa-
tion finishing last will remain x.promisingServices whereas the other lists will
get lost and eventually be freed by the garbage collector. Further calls to x
.getPromisingServices() always will yield the same, lastly stored, result. This
way, we can perform caching which is very important for the performance
and spare costly synchronization while still granting a maximum degree of
parallelization.

9 Related Work

9.1 Indexing and Efficient Parsing

As we mentioned in our architectural considerations section, efficient parsing,
indexing, and data representation are vital for being competitive in the WSC.
Other contestants made similar efforts in order to tune the performance of
their systems.

9.1.1 VitaLab

The VitaLab [57] approach for instances uses the Streaming API for XML,
StAX'? which is something like a pull-parsing variant of SAX. For each con-
cept, indexing is done by creating lists of services that consume or produce
in VitaLab. In our approach, only the lists providing services are needed and
they are created on demand rather than building it on bootstrap. In the 2007
extension of this work a greedy search approach was used [58]. Here, the de-
gree to which the input parameters of the query match the already available
ones found by the composition algorithm serves as heuristic function.

13http://www.xml.com/pub/a/2003/09/17/stax.html [accessed 2007-10-25]
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9.1.2 SWSDS

Another index-based approach is the 4 composition system [59]. It can be
used for both, syntactic and semantic matching by simply switching the search
index. SWSDS uses a composition algorithm similar to our uninformed ID-
DFS variant (see algorithm 3 on page 11) but extended with the constraint
that each service is only considered one time to be part of a composition. In
their 2007 contribution, the authors did some fine tuning in code level and
re-implemented the system in C++ (2006 it was written in C#) in order to
improve the performance [60].

9.1.3 Zhang, Yu, et al.

In their composition system Zhang, Yu, et al. utilize hash tables that map the
service to their output and to their input parameters. Using these tables, they
can perform backward and forward service composition based on breadth-first
search. A backwards search (like in our own approach) successively finds ser-
vices that provide unknown parameters until all wanted outputs are satisfied.
Forward searching in this context means that services that can be invoked
with the known parameters are iteratively added to the composition until all
wanted outputs can be generated. Zhang, Yue, et al. outline that backward
searching outperforms forward search and thus, adopt it in their final solu-
tion. However, from the same department another contribution using forward
search has also been handed in [61]. Another similarity to our system is that
they also prefer SAX-based input parsing since it is more efficient than pro-
cessing trees [62]. In 2007, Zhang, Raman, et al. extended their approach by
using heuristic functions based on the number of branches and parameters of
service compositions [63].

9.2 Interfacing Multi-Purpose Systems

We initially created our composition system for the challenge and later found it
efficient and variable enough to integrate it into real systems like the ADDO
project. Other contestants did this the other way round, i. e. modified an
existing multi-purpose composition system for the contest. Such applications
can thus be applied more broadly than specialized solutions, but on the other
hand, trade in some performance.

9.2.1 Using USDL

The composition engine of Kona, Ajay, et al. for instance is based on the
Universal Service-Semantics Description Language (USDL). In order to take
part in the competition, they transformed the files in the service repository
and the composition requests to USDL. After the transformation, a composer

HMSWSDS = SEWSIP Web Service Discovery System, SEWIP = Semantic Web Services
Integration Platform
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written in Prolog could process and solve them [64]. In their 2007 contribution
[65], the authors use a first-order logic approach based on Constraint Logic
Programming over finite domains (CLP(FD)).

9.2.2 Interfacing with MOVE

In [66], another contribution interfacing with the MOVE framework for design
and execution of business processes in virtual enterprises is discussed. This
solution is interesting because it allows the service repositories to be managed
by different handlers. It is now possible to load small sets of services into
the repository instantly while reading larger sets on demand. Its composer is
based on a planning system.

9.2.3 Interfacing with jUDDI+

JUDDI+ is an extended version of the open source UDDI [67] implementation
by the Apache Software Foundation. jJUDDI+ does not focus on pure seman-
tic matching, but is also able to cope with non-exact matching and effects
duplication. Therefore, it uses the description logics based reasoner MaMaS-
tng!®. In order to apply this approach in the WSC, a mapping to the internal
data formats was required. [68]

9.2.4 The SCE

The Multiagent Web Service Composition Engine (SCE) [69] consist of two
primary architectural components: the Java Agent Development Framework!6
(JADE) and a service description repository. Here, services as well as com-
position requests are represented by agents. These agents communicate with
each other and solve the requests cooperatively.

9.2.5 Interfacing WSPR

The Web Service Planner (WSPR) offers a highly specified forward compo-
sition algorithm. It is accessed via JSP and web services running on a web
application server [70]. Such sophisticated interfaces are beneficial in real-
world applications, in the context of the purely performance-related contest
they may bias the results negatively.

10 Conclusions

In order to solve the 2006 and 2007 Web Service Challenges we utilized three
different approaches, an uninformed search, an informed search, and a ge-
netic algorithm. The uninformed search proofed generally unfeasible for large

15http ://sisinflab.poliba.it/MAMAS-tng/ [accessed 2007-10-25]
16nttp://jade.tilab.com/ [accessed 2007-10-25]
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service repositories. It can only provide a good performance if the resulting
compositions are very short.

However, in the domain of web service composition, the maximum number
of services in a composition is only limited by the number of services in the
repositories and cannot be approximated by any heuristic. Therefore, any
heuristic or meta-heuristic search cannot be better than the uninformed search
in the case that a request is sent to the composer which cannot be satisfied.
This is one reason why the uninformed approach was kept in our system,
along with its reliability for short compositions.

Superior performance for all test sets could be obtained by utilizing
problem-specific information encapsulated in a fine-tuned heuristic function
to guide a greedy search. This approach is more efficient than the other two
tested variants by a magnitude.

Genetic algorithms are much slower, but were also always able to provide
correct results to all requests. To put it simple, the problem of semantic
composition as defined in the context of the WSC is not complicated enough
to fully unleash the potential of genetic algorithms. They cannot cope with
the highly efficient heuristic used in the greedy search. We anticipate how-
ever, that, especially in practical applications, additional requirements will be
imposed onto a service composition engine. Such requirements could include
quality of service (QoS), the question for optimal parallelization, or the gener-
ation of complete BPEL [71] processes. In this case, heuristic search will most
probably become insufficient but genetic algorithms and genetic programming
[72, 23] will still be able to deliver good results.

In this report, we have discussed semantic composition in general way. The
algorithms introduced here are not limited to semantic web service composi-
tion. Other applications, like the composition of program modules are also
interesting. From general specifications what functionality is needed, a com-
piler could (in certain limits, of course) deduce the correct modules and code
to be linked, using the same methods we use for building service processes.
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